Smart Client Software Factory Demo Application

# Demo Script

|  |  |
| --- | --- |
| Demo Application.jpg | The goal of this demo script is to help presenters give a presentation that illustrates the main aspects of SC-SF such as WorkItems, Commands, EventBroker, Services, Workspaces and the Dependency Injection pattern.  This demo stript provides step-by-step instructions to create a SC-SF application. The application consists of two **Business Modules**:   * **Notifications** module: this module populates the Main Menu Strip of the Shell with two items and adds them as invokers of the *DumpWorkItem* and *ShowNews* commands respectively. It also adds two views to the Shell. * **Stocks** module: this module shows **BuyStock** and **Reports** SmartParts in the the Shell.   The Shell is made up of two Workspaces: n **OutlookBarWorkspace** (the one in the right) and a **DockPanelWorkspace** (the one in the left). Both Workspaces are available in [SCSF Contrib](http://www.codeplex.com/SCSFContrib) web site. |

# Key Technologies:

The following technologies are utilized within this demo script:

|  |  |  |
| --- | --- | --- |
| Technology / Product | Version |  |
| 1. Visual Studio 2008 | RTM |  |
| 1. .NET Framework | 3.5 |  |
| 1. Smart Client Software Factory | April 2008 |  |
| 1. SCSFContrib.CompositeUI.WinForms extensions | 1.5 |  |

# Before starting

Create a new folder named **temp** in the root directory “**C:\**”. In that folder, the DemoApp will place its log file.

# Step-by-step Walkthrough

Estimated time to complete the demo script: **30 minutes**.

## Use the guidance package to create a new Smart Client Solution

|  |  |  |  |
| --- | --- | --- | --- |
| Action | Script | | Screenshot |
| 1. In Visual Studio, point to New on the File menu, and then click Project. 2. In the New Project dialog box, expand the Guidance Packages node. Click the Smart Client Development -April 2008 project type. 3. In the Templates window, click Smart Client Application (C#). 4. Change the Name to *DemoApp*. 5. (Optional) Change the location for the solution to C:\Projects\DemoApp (this path will be used throughout the whole script). 6. Click OK. | * Use the guidance package to create a new Smart Client Solution | SmartClient_SolutionTemplates.jpg | |
| 1. Enter the location of the Composite UI Application Block, Enterprise Library, and the offline application blocks assemblies. (The wizard sets the default location to the Lib subfolder of the folder where you installed the software factory.) 2. Enter *DemoWorkshop* as the Root namespace for your application. This value appears as the first part of every namespace in the generated solution. 3. Unselect the option Create a separate module to define the layout for the shell. In this application, you will not use a separate module to define the layout for the shell. Instead, you will define the layout in a view within the Shell project. 4. Unselect the Allow solution to host WPF SmartParts check box. In this application you will develop Windows Forms SmartParts; therefore you do not need support for WPF SmartParts. 5. Select the Show documentation after recipe completes check box. You will see after the recipe completes a summary of the recipe actions and suggested next steps. 6. Click Finish. The recipe unfolds the Smart Client Solution template. | * The Smart Client Application template references the **CreateSolution** recipe. The Guidance Automation Extensions calls the **CreateSolution** recipe when you unfold the template. The **CreateSolution** recipe starts a wizard to gather information that it uses to customize the generated source code | CreatesANewSmartClientSolution.jpg | |

## Add SCSFContrib binaries

|  |  |  |  |
| --- | --- | --- | --- |
| Action | Script | | Screenshot |
| 1. Go to the SCSFContrib project page: <http://www.codeplex.com/scsfcontrib>. 2. In the Source Code tab download the last Change Set that contains the source code of the project. 3. Extract the content from the .zip and compile the project Trunk\src\Extensions\WinForms\SCSFContrib.CompositeUI.WinForms\SCSFContrib.CompositeUI.WinForms.csproj. 4. Copy the SCSFContrib.CompositeUI.WinForms.dll and WeifenLuo.WinFormsUI.Docking.dll assemblies to the Lib folder of your application (C:\Projects\DemoApp\Lib). | * SCSFContrib is a community-developed library of extensions to the patterns & practices **Smart Client Software Factory**. * We are going to use the extensions for WinForms in the application. | SCSFContrib_Binaries2.jpg | |
| 1. In Solution Explorer, right-click the Shell project and select Add Reference…. In the Browse tab, go to the Lib folder of your application (C:\Projects\DemoApp\Lib) and select SCSFContrib.CompositeUI.WinForms.dll, WeifenLuo.WinFormsUI.Docking.dll. 2. Click OK. | * Add references to the **SCSFContrib.CompositeUI.WinForms** and **WeifenLuo.WinFormsUI.Docking.dll** assemblies in the Shell project to be able to use the **DockPanelWorkspace** and the **OutlookBarWorkspace**. | AddingAssemblies.jpg | |

## Customizing the Shell

|  |  |  |  |
| --- | --- | --- | --- |
| Action | Script | | Screenshot |
| 1. Double-click in ShellForm.cs file on the Shell project to open the View Designer. 2. Open the Toolbox. 3. Right-click the Toolbox and select Choose Items. In the .NET Framework Components tab click on Browse and navigate to the Lib folder of your application. Select the SCSFContrib.CompositeUI.WinForms.dll assembly. 4. Click OK. | * Add the **DockPanelWorkspace** and the **OutlookBarWorkspace** to the Toolbox. * This allows you to drag and drop these controls. | ChooseItems_Toolbox.jpg | |
| 1. Select the Left and Right DeckWorkspaces and delete them. 2. Drag an OutlookBarWorkspace to the *left* panel of the SplitContainer. 3. Set its Dock property to *Fill* and change its Name to *\_leftWorkspace*. 4. Drag a DockPanelWorkspace to the *right* panel of the SplitContainer. 5. Set its Dock and DocumentStyle properties to *Fill* and *DockingWindow* respectively and change its Name to *\_rightWorkspace*. | * Change the Shell layout. Put an **OutlookBarWorkspace** on the left and a **DockPanelWorkspace** on the right. | ShellForm.jpg | |

## Add the LoggingService global service

### Create the ILoggingService interface

|  |  |  |  |
| --- | --- | --- | --- |
| Action | Script | | Screenshot |
| 1. Right-click in the Services folder of Infrastructure.Interface project and point to Add -> New Item…. 2. In the Add New Item dialog box, select Interface and enter ILoggingService.cs as the Name of the file. | * Create an interface for the logging service. * Locate the interface in the **Infrastructure.Interface** project so that it is available for all modules. | AddNewItem-ILoggingService.jpg | |

1. Open the **ILoggingService.cs** file created in the previous step.
2. Replace the interface definition with the following:
   * 1. C#
     2. public interface ILoggingService
     3. {
     4. void Log(string message);
     5. }

### Implement the service

|  |  |  |  |
| --- | --- | --- | --- |
| Action | Script | | Screenshot |
| 1. Create a Services folder in the Infrastructure.Module project. 2. Right-click the Services folder of the Infrastructure.Module project and point to Add -> Class…. 3. In the Add New Item dialog box, select Class and enter LoggingService.cs as the Name of the file. | * Create the class that represents the logging service. | AddNewItem-LoggingService.jpg | |

1. Open the **LogginService.cs** file created in the previous step.
2. Add the following using statements at the top of the file:
   * 1. C#
     2. using DemoWorkshop.Infrastructure.Interface.Services;
     3. using Microsoft.Practices.CompositeUI;

using System.IO;

1. Replace the class definition with the following:
   * 1. C#
     2. [Service(typeof(ILoggingService))]
     3. public class LoggingService : ILoggingService
     4. {
     5. #region ILoggingService Members
     6. public void Log(string message)
     7. {
     8. File.AppendAllText("C:\\temp\\log.txt", message);
     9. }
     10. #endregion
     11. }

The [Service] attribute indicates to ObjectBuilder that it has to register the logging service in the **RootWorkItem**. This service will be global and available to all modules.

## Add Notifications module

|  |  |  |  |
| --- | --- | --- | --- |
| Action | Script | | Screenshot |
| 1. In Solution Explorer, right-click the Source solution folder, point to Smart Client Software Factory, and then click Add Business Module (C#). The Add New Project dialog box appears with the Add Business Module (C#) template selected. 2. Enter Notifications as the Name and set the Location to the Source folder of the solution. 3. Click OK. | * Add the **Notifications** Business Module. * Modules are distinct deployment units of a **Composite UI Application Block** application. You use modules to encapsulate a set of concerns of your application and deploy them to different users or applications. * A Business Module has at least one **WorkItem** (specifically, a **ControlledWorkItem**) and contains business logic elements. Typically, it includes some combination of services, views, presenters, and business entities. | AddNewProject_Notifications.jpg | |
| 1. The guidance package displays the Add Business Module wizard. 2. Unselect the option Create an interface library for this module. If you select this option, the recipe will create an additional project to contain the elements that provide the public interface to the assembly. 3. Unselect the option Create a unit test project for this module. If you select this option, the recipe will create a test project for the module with test classes for your module components. 4. Select the option Show documentation after recipe completes to see a summary of the recipe actions and suggested next steps after the recipe completes. 5. Click Finish. | * The guidance package will generate a new class library project named **Notifications**. * The **Module** class derives from the CAB class **ModuleInit**. CAB calls the **Load** method of this class on startup. The Load method contains code to create and run a new WorkItem. This WorkItem is the module’s main WorkItem. * The **ModuleController** class contains methods that you can modify to customize the behavior of the module on startup. You can add services or display user-interface items. The project also contains the following folders: * The **Constants** folder contains four classes named **CommandNames**, **EventTopicNames**, **UIExtensionSiteNames**, and **WorkspaceNames**. You can modify these classes to define module-specific identifiers for your commands, event topics, UIExtensionSites, and Workspaces. * The **Services** folder, where you can store the implementation of business services. * The **Views** folder, where you can store views. | AddBusinessModule.jpg  SolutionExplorer.jpg | |
| 1. Right-click the Notifications project and point to Add Reference…. In the Browse tab, go to the Lib folder of your application (C:\Projects\DemoApp\Lib) and select SCSFContrib.CompositeUI.WinForms.dll. 2. Click OK. | * Add a reference to the **SCSFContrib.CompositeUI.WinForms.dll** assembly. * This allows you to use the **DockPanelSmartPartInfo** and the **OutlookBarSmartPartInfo** and change some features of your views. | Notifications_References.jpg | |

## Add News view to Notifications module

### Using Add View (with presenter)… recipe

|  |  |  |  |
| --- | --- | --- | --- |
| Action | Script | | Screenshot |
| 1. In Solution Explorer, right-click the Views folder of the Notifications project, point to Smart Client Software Factory, and then click Add View (with presenter)…. 2. In the wizard, enter News in the View Name field and select the Show documentation after recipe completes option to see a summary of the recipe actions and suggested next steps after the recipe completes. If Create a folder for the view is selected, the recipe will create a folder and place the new items in this folder. 3. Click Finish. | * The recipe generates: * A view interface. The presenter class uses this interface to communicate with the view. You will modify this interface. * A view implementation user control. This class derives from **UserControl** and has the **[SmartPart]** attribute. The user control also implements the view interface and contains a reference to its presenter. You will modify this class to call the presenter for user-interface actions that affect other views or business logic. * A presenter class for the view. This class extends the **Presenter** base class defined in **Infrastructure.Interface** project and contains the business logic for the view. You will modify this class to update the view for your business logic. | AddViewWithPresenter_News.jpg | |

### Customizing News view

* 1. In the **Views** folder of the **Notifications** project, open the **INews.cs** file.
  2. Paste the following method declaration inside the interface definition:
     1. C#
     2. void ShowNews(string n);
     3. This method will be called from the presenter whenever news has to be displayed to the user.
  3. In the **Views** folder of the **Notifications** project, open the **NewsPresenter.cs** file.
  4. Add the following using statements at the top of the file.
     1. C#
     2. using DemoWorkshop.Infrastructure.Interface.Services;
     3. using Microsoft.Practices.CompositeUI.SmartParts;
  5. Replace the **OnViewReady** method with the following code.
     1. C#
     2. public override void OnViewReady()
     3. {
     4. string[] news = { "Some text, some text, some text", "Some text, some text, some text" };
     5. foreach (string n in news)
     6. {
     7. View.ShowNews(n);
     8. }
     9. base.OnViewReady();
     10. }

This method will be called when the view is initialized and will populate the view with news.

* 1. Add the following two methods to the body of the **NewsPresenter** class.
     1. C#
     2. private void DisposeView(object smartpart, WorkItem workItem)
     3. {
     4. if (smartpart is IDisposable) ((IDisposable)smartpart).Dispose();
     5. workItem.SmartParts.Remove(smartpart);
     6. }
     7. public void ChangeTitle()
     8. {
     9. IWorkspaceLocatorService locator = WorkItem.Services.Get<IWorkspaceLocatorService>();
     10. IWorkspace wks = locator.FindContainingWorkspace(WorkItem, View);
     11. wks.ApplySmartPartInfo(View, new SmartPartInfo("New Title", ""));
     12. }

The **ChangeTitle** method locates the workspace where the view is showed and applies a new **SmartPartInfo** with a new title. The **DisposeView** method disposes the current view if it is disposable.

* 1. Add the following line of code at the bottom of the **OnCloseView** method:
     1. C#
     2. DisposeView(View, WorkItem);
  2. Double-click in the **News.cs** file in the **Views** folder of the **Notifications** project. This will open the **Designer**.
  3. Set the **Size** property of control to *349, 200*.
  4. Drag a **Label** to the top of the view. Set its **Name** to *NewsLabel* and erase the text in the **Text** property.
  5. Drag two **Buttons** to the view surface. Set their **Text** properties to “*Change SmartPartInfo*” and “*Close View Programatically*” respectively. Adjust the size of the buttons to see the text on them.
  6. Double-click on the “*Change SmartPartInfo*” button to auto-generate the handler of **Click** event.
  7. Add the following code into the body of the handler.
     1. C#
     2. \_presenter.ChangeTitle();
  8. Go back to the **Design** of the **News** view and double-click on the “*Close View Programatically*” button to auto-generate the handler of **Click** event.
  9. Add the following code into the body of the method.
     1. C#
     2. \_presenter.OnCloseView();
  10. Replace the head of the **News** class with the following:
      1. C#
      2. public partial class News : UserControl, INews, ISmartPartInfoProvider

In this way, the **News** class implements **ISmartPartInfoProvider**.

* 1. Implement the interfaces **INews** and **ISmartPartInfoProvider**. To do this past the following code in the **News** class body.
     1. C#
     2. #region INews Members
     3. public void ShowNews(string n)
     4. {
     5. NewsLabel.Text += n + Environment.NewLine;
     6. }
     7. #endregion
     8. #region ISmartPartInfoProvider Members
     9. public ISmartPartInfo GetSmartPartInfo(Type smartPartInfoType)
     10. {
     11. ISmartPartInfo spi = (ISmartPartInfo)Activator.CreateInstance(smartPartInfoType);
     12. spi.Title = "Today News";
     13. return spi;
     14. }
     15. #endregion

## Add Alerts view to Notifications module

### Using Add View (with presenter)… recipe

|  |  |  |  |
| --- | --- | --- | --- |
| Action | Script | | Screenshot |
| 1. In Solution Explorer, right-click the Views folder of the Notifications project, point to Smart Client Software Factory, and then click Add View (with presenter)…. 2. In the wizard launched, enter Alerts in the View Name field and select the Show documentation after recipe completes option to see a summary of the recipe actions and suggested next steps after the recipe completes. If Create a folder for the view is selected, the recipe will create a folder and place the new items in this folder. 3. Click Finish. | * IDEM **News** view | AddViewWithPresenter_Alerts.jpg | |

### Customizing Alerts view

1. Open the **EventTopicNames.cs** file located in the **Constants** folder of **Infrastructure.Interface** project.
2. Paste the following code in the body of the **EventTopicNames** class:
   * 1. C#
     2. public const string NewStockBuy = "NewStockBuy";

This event topic name will be used in the **Notifications** and **Stocks** modules to notify when a new stock is bought.

1. In the **Views** folder of the **Notifications** project, open the **IAlerts.cs** file.
2. Paste the following code inside the interface definition:
   * 1. C#
     2. void ShowAlerts(string p);
     3. This method will be called from the presenter whenever a new alert has to be displayed to the user.
3. In the **Views** folder of the **Notifications** project, open the **AlertsPresenter.cs** file.
4. Add the following using statements at the top of the file:
   * 1. C#
     2. using Microsoft.Practices.CompositeUI.EventBroker;
     3. using DemoWorkshop.Notifications.Constants;
5. Paste the following code in the body of **AlertsPresenter** class.
   * 1. C#
     2. [EventSubscription(EventTopicNames.NewStockBuy, ThreadOption.UserInterface)]
     3. public void OnNewStockBuy(object sender, EventArgs<string> eventArgs)
     4. {
     5. View.ShowAlerts("Alert for " + eventArgs.Data);
     6. }

This method is an event handler for the **NewStockBuy** event. The **[EventSubscription]** attribute allows you subscribe to an event in a loosely coupled way. In next tasks, you will publish the **NewStockBuy** event.

1. Double-click the **Alerts.cs** file in the **Views** folder of the **Notifications** project. This will open the **Designer.**
2. Drag two **Labels** to the view’s surface and put them at the top-left corner of the view (one below the other).
3. Set the **Text** property of the first label to *Alerts* and set also the **Bold** property of the **Font** to *true*.
4. Change the **Name** of the second label to *AlertsLabel* and erase the text in its **Text** property.
5. Right-click onto the view surface and click on **View Code**.
6. Add the following using statements at the top of the file:
   * 1. C#
     2. using SCSFContrib.CompositeUI.WinForms.SmartPartInfos;
7. Replace the head of the **Alerts** class with the following:
   * 1. C#
     2. public partial class Alerts : UserControl, IAlerts, ISmartPartInfoProvider

In this way, the **Alerts** class implements **ISmartPartInfoProvider**.

1. Implement the **IAlerts** and **ISmartPartInfoProvider** interfaces. To do this, paste the following code in the **Alerts** class body.
   * 1. C#
     2. #region IAlerts Members
     3. public void ShowAlerts(string p)
     4. {
     5. AlertsLabel.Text += p + Environment.NewLine;
     6. }
     7. #endregion
     8. #region ISmartPartInfoProvider Members
     9. public ISmartPartInfo GetSmartPartInfo(Type smartPartInfoType)
     10. {
     11. ISmartPartInfo spi = (ISmartPartInfo)Activator.CreateInstance(smartPartInfoType);
     12. spi.Title = "Alerts";
     13. if (spi is DockPanelSmartPartInfo)
     14. {
     15. ((DockPanelSmartPartInfo)spi).DockingType = DockingType.TaskView;
     16. }
     17. return spi;
     18. }
     19. #endregion

## Showing News and Alerts views in the DockPanelWorkspace

1. Open the **ModuleController.cs** file located in the root of the **Notifications** project.
2. Add the following using statements at the top of the file:
   * 1. C#
     2. using DemoWorkshop.Notifications.Constants;
     3. using System.Diagnostics;
     4. using Microsoft.Practices.CompositeUI.SmartParts;
3. Replace the **ExtendMenu** method in the **ModuleController** class with the following one:
   * 1. C#
     2. private void ExtendMenu()
     3. {
     4. ToolStripMenuItem menuItem = new ToolStripMenuItem();
     5. menuItem.Text = "Dump WorkItem";
     6. WorkItem.UIExtensionSites[UIExtensionSiteNames.MainMenu].Add<ToolStripMenuItem>(menuItem);
     7. WorkItem.Commands["DumpWorkItem"].AddInvoker(menuItem, "Click");
     8. ToolStripMenuItem showNewsMenuItem = new ToolStripMenuItem();
     9. showNewsMenuItem.Text = "Show News";
     10. WorkItem.UIExtensionSites[UIExtensionSiteNames.MainMenu].Add<ToolStripMenuItem>(showNewsMenuItem);
     11. WorkItem.Commands["ShowNews"].AddInvoker(showNewsMenuItem, "Click");
     12. }

In the previous code, you’ve added two button as invokers of the commands “*DumpWokItem*” and “*ShowNews*”.

1. Paste the following three methods inside the body of **ModuleController** class:
   * 1. C#
     2. [CommandHandler("DumpWorkItem")]
     3. public void DumpWorkItem(object sender, EventArgs e){
     4. Debug.WriteLine("SmartParts Count : " + WorkItem.SmartParts.Count);
     5. }
     6. [CommandHandler("ShowNews")]
     7. public void ShowNews(object sender, EventArgs e)
     8. {
     9. ShowViewInWorkspace<News>(WorkspaceNames.RightWorkspace);
     10. }
     11. private void DisposeView(object smartpart, WorkItem workItem)
     12. {
     13. if (smartpart is IDisposable) ((IDisposable)smartpart).Dispose();
     14. workItem.SmartParts.Remove(smartpart);
     15. }

When the “*DumpWorkItem*” Command is raised, the **DumpWorkItem** method will be executed. The same occurs for the “*ShowNews*” command and the **ShowNews** method.

1. Replace the **AddViews** method in the **ModuleController** class with the following one:
   * 1. C#
     2. private void AddViews()
     3. {
     4. ShowViewInWorkspace<News>(WorkspaceNames.RightWorkspace);
     5. ShowViewInWorkspace<Alerts>(WorkspaceNames.RightWorkspace);
     6. WorkItem.Workspaces[WorkspaceNames.RightWorkspace].SmartPartClosing += new EventHandler<Microsoft.Practices.CompositeUI.SmartParts.WorkspaceCancelEventArgs>(delegate(object workspace, WorkspaceCancelEventArgs e)
     7. {
     8. DisposeView(e.SmartPart, WorkItem);
     9. });
     10. }

## Add Stocks module

|  |  |  |  |
| --- | --- | --- | --- |
| Action | Script | | Screenshot |
| 1. In Solution Explorer, right-click the Source solution folder, point to Smart Client Software Factory, and then click Add Business Module (C#). The Add New Project dialog box appears with the Add Business Module (C#) template selected. 2. Enter Stocks as the Name and set the Location to the Source folder of the solution. 3. Click OK. | * IDEM **Notifications** module. | AddNewProject_Stocks.jpg | |
| 1. The guidance package displays the Add Business Module wizard. 2. Unselect the option Create an interface library for this module. If you select this option, the recipe will create an additional project to contain the elements that provide the public interface to the assembly. 3. Unselect the option Create a unit test project for this module. If you select this option, the recipe will create a test project for the module with test classes for your module components. 4. Select the option Show documentation after recipe completes to see a summary of the recipe actions and suggested next steps after the recipe completes. 5. Click Finish. | * IDEM **Notifications** module. | AddBusinessModule_Stocks.jpg  SolutionExplorer_Stocks.jpg | |
| 1. Right-click the Stocks project and point to Add Reference…. In the Browse tab, go to the Lib folder of your application (C:\Projects\DemoApp\Lib) and select SCSFContrib.CompositeUI.WinForms.dll. 2. Click OK. | * Add a reference to the **SCSFContrib.CompositeUI.WinForms.dll** assembly. * This allows you to use the **DockPanelSmartPartInfo** and the **OutlookBarSmartPartInfo** and change some features of your views. | Stocks_References.jpg | |
| 1. Right click onto the Stocks project and point to Add -> New Item…. 2. In the Add New Item dialog box, select the Resources File template and change the Name of the file to Resources.resx, and then drag it to the Properties folder of the Stocks project. | * Add a resources file where you can place the view icons showed by the **OutlookBarWorkspace**. | AddNewItem-Resources.jpg | |
| 1. Double click onto the Resourses.resx file to open it. 2. Select Icons in the first dropdown lists. 3. Click in the Add Existing File… in the second dropdown list. 4. In the Add existing file to resources dialog box, navigate to the folder where you have the icons, one for each view, and select them. Click in Open. 5. Rename the resources added previously with the names ReportEdit and Stocks respectively. | * Add two icons that should be representative of each view. * You can use the following icons:  |  |  | | --- | --- | | **BuyStock** view | Stocks.ico | | **Reports** view | ReportEdit.ico | | EditResources.jpg | |

## Add BuyStock view to Stocks module

### Using Add View (with presenter)… recipe

|  |  |  |  |
| --- | --- | --- | --- |
| Action | Script | | Screenshot |
| 1. In Solution Explorer, right-click the Views folder of the Stocks project, point to Smart Client Software Factory, and then click Add View (with presenter)…. 2. In the wizard launched, enter BuyStock in the View Name field and select the Show documentation after recipe completes option to see a summary of the recipe actions and suggested next steps after the recipe completes. If Create a folder for the view is selected, the recipe will create a folder and place the new items in this folder. 3. Click Finish. | * IDEM **News** view | AddViewWithPresenter_BuyStock.jpg | |

### Customizing the BuyStock view

1. In the **Views** folder of the **Stocks** project, open the **IBuyStock.cs** file.
2. Paste the declaration of the **ShowMessage** method inside the interface body:
   * 1. C#
     2. void ShowMessage(string p);
     3. This method will be called from the presenter when a message has to be shown to the user.
3. In the **Views** folder of the **Stocks** project, double-click on the **BuyStockPresenter.cs** file.
4. Add the following using statements at the top of the file:
   * 1. C#
     2. using Microsoft.Practices.CompositeUI.EventBroker;
     3. using DemoWorkshop.Stocks.Constants;
     4. using DemoWorkshop.Infrastructure.Interface.Services;
5. Paste the following code inside the body of **BuyStockPresenter** class.
   * 1. C#
     2. [EventPublication(EventTopicNames.NewStockBuy, PublicationScope.Global)]
     3. public event EventHandler<EventArgs<string>> NewStockBuy;
     4. private ILoggingService \_logger;
     5. [ServiceDependency]
     6. public ILoggingService Logger
     7. {
     8. get { return \_logger; }
     9. set { \_logger = value; }
     10. }

The following code publishes an event using the **[EventPublication]** attribute of the EventBroker system. It also injects the logging service using the **[ServiceDependency]** attribute thanks to the dependency injection pattern implemented by **ObjectBuilder** and **CAB**.

1. Paste the following methods in the **BuyStockPresenter** class.
   * 1. C#
     2. public void BuyStock(string stock)
     3. {
     4. OnNewStockBuy(new EventArgs<string>(stock));
     5. Logger.Log("A new stock was bought " + stock + " - ");
     6. View.ShowMessage("The stock was succesfully bought");
     7. }
     8. protected virtual void OnNewStockBuy(EventArgs<string> eventArgs)
     9. {
     10. if (NewStockBuy != null)
     11. { NewStockBuy(this, eventArgs);
     12. }
     13. }

The **BuyStock** method is called by the view every time the user decides to buy. This method raises the **NewStockBuy** event, log the transaction using the logging service and show a message to the user in a **MessageBox**.

1. Double-click the **BuyStocks.cs** file in the **Views** folder of the **Stock** project. This will open the **Designer.**
2. Change the **Size** of the user control to 265, 40 from the **Properties** view.
3. From left to right, drag a **Label**, a **ComboBox** and a **Button** to the view surface.
4. Set the **Text** property of the label to *Select Stock*.
5. Set the **Anchor** property of combo box to *Top, Left, Right* and add to its **Items** collection the strings *MSFT*, *UFIDA* and *etc* (one per line) as you can see in the following image:

![StringCollectionEditor.jpg](data:image/jpeg;base64,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)

1. Set the **Text** and **Anchor** properties of the button to *Buy* and *Top, Right*. Double-click on the button surface to auto-generate the handler for **Click** event.
2. Paste the following code inside the body of the auto-generated method in the previous step:
   * 1. C#
     2. \_presenter.BuyStock(comboBox1.SelectedItem as string);
3. Add the following using statements at the top of the **BuyStock.cs** file:
   * 1. C#
     2. using SCSFContrib.CompositeUI.WinForms.Workspaces;
4. Replace the head of the **BuyStock** class with the following:
   * 1. C#
     2. public partial class BuyStock : UserControl, IBuyStock, ISmartPartInfoProvider

In this way, the **BuyStock** class implements **ISmartPartInfoProvider**.

1. Implement the **IBuyStock** and **ISmartPartInfoProvider** interfaces. To do this, paste the following code in the body of the **BuyStock** class:
   * 1. C#
     2. #region IBuyStock Members
     3. public void ShowMessage(string p)
     4. {
     5. MessageBox.Show(p);
     6. }
     7. #endregion
     8. #region ISmartPartInfoProvider Members
     9. public ISmartPartInfo GetSmartPartInfo(Type smartPartInfoType)
     10. {
     11. ISmartPartInfo spi = (ISmartPartInfo)Activator.CreateInstance(smartPartInfoType);
     12. spi.Title = "Stocks";
     13. if (spi is OutlookBarSmartPartInfo)
     14. {
     15. ((OutlookBarSmartPartInfo)spi).Icon = Properties.Resources.Stocks.ToBitmap();
     16. }
     17. return spi;
     18. }
     19. #endregion

## Add Reports view to Stocks module

### Using Add View (with presenter)… recipe

|  |  |  |  |
| --- | --- | --- | --- |
| Action | Script | | Screenshot |
| 1. In Solution Explorer, right-click the Views folder of the Stocks project, point to Smart Client Software Factory, and then click Add View (with presenter)…. 2. In the wizard launched, enter Reports in the View Name field and select the Show documentation after recipe completes option to see a summary of the recipe actions and suggested next steps after the recipe completes. If Create a folder for the view is selected, the recipe will create a folder and place the new items in this folder. 3. Click Finish. | * IDEM **News** view | AddViewWithPresenter_Reports.jpg | |

### Customizing Reports view

1. Right-click onto the **Reports.cs** file and click on **View Code**.
2. Add the following using statements at the top of the file:
   * 1. C#
     2. using SCSFContrib.CompositeUI.WinForms.Workspaces;
3. Replace the head of the **Reports** class with the following:
   * 1. C#
     2. public partial class Reports : UserControl, IReports, ISmartPartInfoProvider

In this way, the **Reports** class implements **ISmartPartInfoProvider**.

1. Implement the **ISmartPartInfoProvider** interface. To do this, paste the following methods in the **Reports** class.
   * 1. C#
     2. #region ISmartPartInfoProvider Members
     3. public ISmartPartInfo GetSmartPartInfo(Type smartPartInfoType)
     4. {
     5. ISmartPartInfo spi = (ISmartPartInfo)Activator.CreateInstance(smartPartInfoType);
     6. spi.Title = "Reports";
     7. if (spi is OutlookBarSmartPartInfo)
     8. {
     9. ((OutlookBarSmartPartInfo)spi).Icon = Properties.Resources.ReportEdit.ToBitmap();
     10. }
     11. return spi;
     12. }
     13. #endregion

## Showing BuyStock and Reports views in the OutlookBarWorkspace

1. Open the **ModuleController.cs** file located in the root of the **Stocks** project.
2. Add the following using statements at the top of the file:
   * 1. C#
     2. using DemoWorkshop.Stocks.Constants;
3. Replace the **AddViews** method in the **ModuleController** class with the following one:
   * 1. C#
     2. private void AddViews()
     3. {
     4. ShowViewInWorkspace<BuyStock>(WorkspaceNames.LeftWorkspace);
     5. ShowViewInWorkspace<Reports>(WorkspaceNames.LeftWorkspace);

}

The previous method shows the Stocks module’s views in the **OutlookBarWorkspace** (the left one, in the **Shell**).

## Compile, run and show the application

|  |  |  |  |
| --- | --- | --- | --- |
| Action | Script | | Screenshot |
| 1. Set the Shell project as StartUp Project. 2. Compile and Run the Application (F5). | * Run the application. | Run Application.jpg | |
| 1. Show the application. | * The application consists of two **Business Modules**. Business modules are distinct deployment units of a Composite UI Application Block application that contain business logic elements. SCSF allows loading modules specified in a **Profile Catalog** file. In this file, you can add different roles for each module. * You can see the “**Dump WorkItem**“ and “**Show News**” buttons in the Main Menu Strip. These items are added when **CAB** loads the **Notification** module. * You can also see two workspaces. An **OutlookBarWorkspace** on left side and a **DockPanelWorkspace** on right side. Each workspace shows views in different ways. Workspaces are components that encapsulate a particular visual layout of controls and **SmartParts**. * The **Notification** module loads its two views in the right workspace and the **Stocks** module in the left one. | Show the application.jpg | |
| 1. Show the right workspace and its SmartParts. | * **Smartparts** are data views such as a control, a Windows Form, or a wizard page. In the right workspace you can see two SmartParts: **News** on the left and **Alerts** on the right. The **DockPanelWorkspace** can show SmartParts in two different **Docking Types**:   + **TaskView,** like the **Alerts** view.   + **Document,** like the **News** view. * A **SmartPartInfo** is a piece of information about a SmartPart that a workspace can use, such as the title of the SmartPart. If we click in the “Change SmartPartInfo” button, the title of the view is changed. That is because when you press that button, the presenter of the view tells the DockPanelWorkspace to apply a new **SmartPartInfo.** * Click in the “Close View Programatically” button in the **News** smartpart. See how the SmartPart is closed by its presenter. | Showing the right workspace.jpg | |
| 1. Show the left workspace and its SmartParts. | * In the left workspace you can see an **OutlookBarWorkspace.** This workspace allows you switch the views by clicking in the button bellow**.** * Also you can click in the little arrow bellow and select the “**Show More Buttons**” or “**Show Fewer Buttons**” options if you have to many buttons and you want to hide them. | Showing Left Workspace.jpg | |
| 1. Show the BuyStock view. | * Now you can see the **Reports** view but if I click in the **Stocks** button you can see the **BuyStocks** view * In the Buy Stock view select one option in the combo box (for example MSFT) and then click in “**Buy**” button. * You can see a Message Box and the text “*Alert for MSFT*” in the **Alerts** view. This is achieved by **EventBroker**. This system allows you publish and subscribe to events in a loosely coupling way. * The **BuyStock** and **Alert** views are in different modules and they doesn’t have reference each other. | Stocks view.jpg | |
| 1. Go to the “C:\temp” directory. 2. Open the “log.txt” file. 3. Show the application log. | * Every time that the Buy button of the **BuyStock** view is clicked, the **Logging Service** is called, which logs the operation in a log file. * A Service is a supporting class that provides functionality to other components in a loosely coupled way. * Services are singletons that can be injected using the Dependency Injection pattern and live in the Service collection of **WorkItem**. * A **WorkItem** is a run-time container of the components and services that are collaborating to fulfill a use case. | log file.jpg | |
| 1. Show the “Show News” button in the Main Menu Strip. | * If the “**Show News**” button in the Main Menu Strip is clicked, a new **News** view appears in the right Workspace. This is achieved by **Commands**. * You can use Command to bind an **UIElement** event to more than one command handler and a single command handler to multiple **UIElements** in a loosely coupling way. | Show News button.jpg | |
| 1. Maximize Visual Studio. 2. Restore the DemoApp. 3. Make sure that the Output view of Visual Studio can be seen. | * When the other button is clicked (the “**Dump WorkItem**” button), you can see in the **Output** view of Visual Studio the text “*SmartParts Count: 3*”. This represents the count of Smartparts that the module’s WorkItem has (views in the left workspace). * This also executes a **Command** that can be used to debug our application. | Dump WorkItem.jpg | |

# Summary

Now you have minimum knowledge about the main features of SCSF. You can deepen your knowledge by reading the documentation, by doing the Hand-On-Labs and by reviewing the Quickstars and the Reference Implementation.

# Useful Links

* **Hand-On-Labs**
  + <http://www.codeplex.com/smartclient/Release/ProjectReleases.aspx?ReleaseId=6357>
* **SC SF Knowledge Base**
  + <http://www.codeplex.com/smartclient/Wiki/View.aspx?title=SCSF%20Knowledge%20Base&referringTitle=Home>
* **SCSF Community Site**
  + <http://www.codeplex.com/smartclient>
* **SCSF Contrib**
  + <http://www.codeplex.com/scsfcontrib>